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1.1. Modelos de qualidade de produto 198

Os modelos de qualidade objetivam avaliar o produto de software, segundo diferentes aspectos baseados na visão do usuário. Para padronizar internacionalmente as características de implementação do software, foram criadas algumas normas que serão vistas a seguir. 198

1.1.1. ISO 9126 198

1.1.1.1. Diretrizes para uso da norma NBR ISO/IEC 9126-1 198

1.1.1.2. Características e sub-características de qualidade de software 199

1.1.2. ISO 12119 201

1.1.3. ISO 14598 203

É um guia para avaliação de produtos de software, baseado na utilização prática da norma ISO 9126, já que esta define as métricas, características e subcaracterísticas de qualidade de software [Koscianski & Soares, 2007]. 203

1.1.4. Projeto SQuaRE 205

1.1.5. Norma SQuaRE 205

Na reorganização das antigas normas 9126 e 14598, o projeto SQuaRE adotou uma divisão de assuntos em cinco tópicos que aparecem na Figura 1.3: 205

1.2. Teste de Software 207

1.2.1. Abordagens de Testes 208

Existem duas abordagens principais de testes: abordagem funcional (“black box” ou “caixa preta”) e abordagem estrutural (“White box” ou “caixa branca”). 208

 Caixa preta: como o próprio nome já sugere, nesta abordagem o testador visualiza o software como uma caixa preta, ou seja, não considera a estrutura interna do programa, de que forma o código foi implementado ou que tecnologia foi utilizada, por exemplo. Considerando os dados de entrada, o objetivo principal é observar as saídas geradas pelo sistema e verificar se estas estão de acordo com o esperado. A Figura 1.4 ilustra este tipo de abordagem. 208

 Caixa branca: diferentemente da abordagem anterior, neste tipo de abordagem o testador está interessado no que está acontecendo “dentro da caixa”. É caracterizada por avaliar as funcionalidades internas dos componentes do software, baseando-se no código fonte e procurando exercitar estruturas de controle e de dados do programa. Sendo assim, faz-se necessário que o analista de testes tenha boa habilidade em programação de modo a entender todos os caminhos lógicos possíveis. A Figura 1.5 ilustra a abordagem estrutural. 208

1.2.2. Estágios de Testes 208

Os testes de software normalmente são executados em diferentes estágios durante o ciclo de vida do desenvolvimento do software. Dependendo do objetivo principal do teste, quatro estágios foram definidos: 208

 Teste de unidade: realiza testes em componentes individuais (módulos, programas, objetos, classes, etc) de forma a determinar se cada um deles, separadamente, está sendo executado de maneira correta. Normalmente estes testes são testes de caixa branca realizados pelos próprios desenvolvedores do componente. Geralmente utilizam ferramentas que provêem um suporte adicional para checar a corretude do programa, como ferramenta de *debbuging* ou *framework* para teste unitário, por exemplo. Os defeitos encontrados neste estágio são normalmente corrigidos de imediato, sem a necessidade de documentá-los formalmente, e assim, reduzindo o custo, pois antecipa a correção de defeitos. Geralmente é necessária a utilização de *stubs* (módulos que substituem outros módulos subordinados) e *drivers* (um módulo que substitui outro módulo que seja responsável por controlar a chamada de um sistema)*,* para serem utilizados no lugar dos softwares que estejam eventualmente faltando e para simular a interface entre os componentes de software. 208

 Teste de integração: nesta etapa, as unidades que foram testadas individualmente no estágio anterior são testadas de forma integrada, bem como as interfaces entre os componentes. A integração deve ser realizada adicionando-se os componentes um por um, e após cada passo um teste é necessário (teste incremental). Esta técnica tem a vantagem de achar defeitos o mais cedo possível no processo de testes e corrigi-los mais rapidamente, enquanto é mais fácil determinar as causas dos erros. Por outro lado, tem a desvantagem de ser uma prática bastante custosa. Sendo assim, a integração pode ser feita basicamente de duas formas: *Top-down* ou *Bottom-up*. Na primeira, os testes são realizados de cima para baixo (começando da GUI ou do menu principal); componentes ou sistemas são substituídos por *stubs*. Na segunda, os testes começam na parte mais básica do sistema até o nível mais alto; componentes ou sistemas são substituídos por *drivers*. 209

 Teste de sistema: neste nível o propósito do teste está em verificar o funcionamento de todo o sistema, já integrado, e analisar se ele está de acordo com os requisitos que foram especificados. Neste momento não só é testada a integração dos componentes do software entre si, mas também destes com um ambiente de teste correspondente à produção final (hardware, software, outros sistemas), de modo a minimizar o risco de que falhas relacionadas com o ambiente operacional do produto não sejam encontradas. Geralmente a estratégia de caixa preta é utilizada neste estágio, mas testes de caixa branca também podem ser realizados. 209

 Teste de aceitação: o teste de aceitação corresponde ao teste realizado pelo usuário de fato do sistema, no momento em que todos ou quase todos os defeitos encontrados nas etapas anteriores já tenham sido corrigidos. O propósito deste teste é estabelecer a confiança do sistema; ele está mais relacionado com a validação do sistema, em que está se tentando determinar se o sistema faz aquilo que é suposto fazer. Normalmente os testes de aceitação podem ser de duas categorias: testes *alfa* e testes *beta*. Os primeiros são realizados nas instalações do desenvolvedor, que fica observando os usuários utilizarem o sistema, e anotam os problemas identificados. Já os testes *beta* são realizados no ambiente real de trabalho do usuário, que instala o sistema e testa, sem a presença do desenvolvedor. Em seguida, um documento contendo os registros dos problemas encontrados é enviado à organização desenvolvedora. 209

1.2.3. Tipos de Testes 209

Cada tipo de teste é focado em um grupo de atividades com um determinado objetivo de teste. É necessário pensar em diferentes tipos de testes uma vez que testar a funcionalidade de um componente ou sistema pode não ser suficiente em cada um dos estágios envolvidos para se chegar aos objetivos dos testes. Um tipo de teste é focado num objetivo particular de teste, que poderia ser um teste de uma função a ser executada pelo componente ou sistema; alguma característica não funcional; a estrutura ou arquitetura do componente ou sistema, etc. Existem vários tipos de testes, dependendo do objetivo de cada projeto e de cada organização. Abaixo serão apresentados alguns dos mais comuns. 209

 Teste funcional – este tipo de teste está focado nas regras de negócio do sistema, ou seja, o fluxo de trabalho do programa é avaliado. 210

 Teste de recuperação de falha – o sistema é forçado a falhar de diversas maneiras de modo a verificar seu comportamento diante destas falhas, e reparar de que formas ele se recupera. 210

 Teste de interoperabilidade – testa um produto de software de modo a determinar sua capacidade de interagir com um ou mais componentes ou sistemas. 210

 Teste de segurança – verifica se o sistema possui atributos para prevenir acessos não autorizados, acidentais ou propositais, a programas e dados. 210

 Teste de carga – um tipo de teste para medir o comportamento do sistema quando este é submetido a níveis altos de carga, diferente das condições normais. É importante determinar o quanto de carga o sistema consegue suportar sem falhar. 210

 Teste de performance – verifica o rendimento de um sistema, como o tempo de resposta e processamento, taxa de transferência de dados, para diferentes condições (configurações, numero de usuários, etc) as quais o programa é submetido. 210

 Teste de estresse – teste conduzido para avaliar o comportamento do sistema diante de condições que ultrapassem o limite especificado nos requisitos. 210

 Teste de configuração – testa o funcionamento do sistema em diferentes configurações de hardware/software, testando compatibilidade, configuração do servidor, tipos de conexões com a Internet, etc. 210

 Teste de usabilidade – testes para determinar se um produto é facilmente entendível, fácil de aprender, fácil de operar e atrativo aos usuários, ou seja, se o produto tem uma interface amigável para os que utilizarão o sistema. 210

 Teste de regressão – teste de regressão é a atividade de testar uma nova versão de um sistema para validar esta versão, detectando se erros foram introduzidos devido às mudanças realizadas no software, e então, garantir a corretude das modificações. Uma vez que a re-execução de todos os testes é uma atividade bastante custosa, uma seleção de testes de regressão geralmente é realizada. 210

1.2.4. Processo de testes 210

Segundo [Graham et. al 2007], o processo de testes pode ser dividido basicamente em cinco etapas: *planejamento e controle, análise e projeto, implementação e execução, avaliação de critério de saída e reportagem* e *atividades de encerramento de testes*. Estas atividades são logicamente seqüenciais, porém, em um projeto específico, podem se sobrepor, serem executadas em paralelo ou até mesmo serem repetidas. 210

1.2.4.1. Planejamento e Controle 211

Durante o planejamento de testes deve-se ter certeza de que os objetivos dos clientes e *stakeholders* foram entendidos de maneira correta. Baseados neste entendimento, os propósitos da atividade de testes propriamente dita são estabelecidos, e assim, uma abordagem e plano para os testes é obtida incluindo especificação das atividades de teste. O planejamento de testes apresenta as seguintes atividades principais: 211

 Determinar o escopo e riscos e identificar os objetivos de teste: são determinados os softwares, componentes, sistemas ou outros produtos que devem ser testados; os riscos que devem ser levados em consideração; e qual o propósito do teste (encontrar defeitos, verificar se está de acordo com os requisitos ou dentro dos padrões de qualidade, etc). 211

 Determinar a estratégia de teste: aqui serão estabelecidas as técnicas que serão utilizadas, o que precisa de fato ser testado (selecionar e priorizar os requisitos) e que nível de cobertura é necessário. Serão também analisadas quais pessoas precisarão se envolver e em que momento (desenvolvedores, usuários, etc), incluindo a definição da equipe de teste. 211

 Definir recursos: são definidos todos os recursos necessários durante o ciclo de vida de testes, tanto recursos materiais (PCs, software, ferramentas, etc) como recursos humanos (principais e de apoio). 211

 Fazer um cronograma para análise e projeto, implementação, execução e avaliação de teste: deverá ser elaborado um cronograma de todas as tarefas e atividades, para que seja possível terminar a fase de testes a tempo. 211

 Estabelecer os critérios de saída: critérios de saída, como critério de cobertura, por exemplo, deverão ser estabelecidos de modo a determinar quando a etapa de testes chegou ao fim. 211

Após planejar é necessária uma medida de controle para verificar se tudo está indo de acordo com o planejado. É preciso comparar o andamento real com o que foi estabelecido no plano de testes, e tomar medidas corretivas quando necessário. 211

1.2.4.2. Análise e Projeto 211

Esta é a atividade em que os objetivos gerais de testes são transformados em condições e projetos de teste tangíveis. O propósito principal é identificar e descrever os casos de teste para cada versão de teste, e identificar e estruturar os procedimentos de teste, especificando como executar os casos de teste. As principais tarefas desta etapa podem ser destacadas em: 211

 Revisar a base de testes (como a análise de risco do produto, requisitos, arquitetura, especificação de projeto, e interfaces): a base de testes é utilizada para criar os testes. É possível começar a projetar os testes de caixa preta antes da implementaço, uma vez que a base de testes pode ser usada para compreender o que o sistema precisa fazer. 211

 Identificar e descrever casos de teste: um caso de teste é um cenário associado a um requisito; é um texto contendo: identificador, objetivo, pré-condições de execução, entradas, passos específicos do teste a ser executado e resultados esperados e/ou pós-condições de execução. Um caso de teste bem projetado tem muita chance de encontrar um erro ainda não conhecido. 212

 Estruturar procedimentos de teste: o passo a passo que descreve como os casos de teste devem ser executados. Inclui o estado inicial da aplicação; condições de funcionamento; como e quando fornecer os dados de entrada e obter os resultados; a forma de avaliar estes resultados, dentre outros. 212

 Avaliar a capacidade de testar os requisitos: a especificação de requisitos deve ser completamente clara, informando as condições necessárias para se definir os testes. Por exemplo, se a performance do software é algo crítico, deve ser claramente especificado o tempo de resposta mínimo em que o sistema deve responder. 212

1.2.4.3. Implementação e Execução 212

Uma vez que os casos e procedimentos de teste foram especificados em alto nível na etapa anterior, este é o momento em que o ambiente será preparado para que eles sejam executados e comparados com os resultados desejados. Além disso, é a etapa em que os componentes necessários são implementados para que os testes sejam executados. As principais tarefas destas duas fases serão destacadas a seguir. 212

 Implementação: 212

o Implementar componentes: efetuar a implementação de novos componentes de apoio necessários à aplicação dos testes, ou modificação de componentes já existentes. Ferramentas de automação podem ser utilizadas ou os componentes podem ser desenvolvidos explicitamente. 212

o Criar suítes de teste: baseado nos casos de teste, um conjunto de testes que naturalmente trabalham juntos, forma uma suíte de teste e são utilizados para uma execução de teste eficiente. 212

o Implementar e verificar o ambiente: preparar e verificar se o ambiente de teste está funcionando corretamente. 212

 Execução: 212

o Executar as suítes de teste e casos de teste individuais, de acordo com os procedimentos de teste. Pode ser feito manualmente ou com o auxílio de ferramentas de execução de testes. 212

o Seguir as estratégias de teste definidas na etapa de planejamento. 212

o Criar um *log* com as saídas da execução dos testes e registrar os identificadores e versões do software que está sendo testado. 212

o Fazer a comparação dos resultados esperados e dos resultados obtidos. 212

o Quando houver diferenças entre os resultados esperados e os resultados obtidos, registrar os defeitos em um repositório centralizado. Não se deve registrá-los de forma aleatória. 212

o Realização de testes de regressão para confirmar que uma falha anteriormente registrada foi de fato consertada. 213

1.2.4.4. Avaliação do critério de saída e relatório 213

Esta é a fase em que se deseja observar se já foram executados testes suficientes para garantir a qualidade desejada do produto, sendo assim, critérios de saída são definidos com esta finalidade. Estes critérios informam se uma dada atividade de testes pode ser considerada completa. As principais atividades são: 213

 Checar se os *logs* de testes batem com os critérios de saída especificados no plano de testes: procura-se pelos testes que tenham sido executados e avaliados, e se defeitos foram encontrados, consertados ou re-testados. 213

 Verificar se será necessária a inclusão de mais testes ou se os critérios de saída especificados devem ser mudados: mais casos de testes podem precisar ser executados, se por acaso estes não tiverem sido todos executados conforme esperado, ou se for detectado que a cobertura de requisitos necessária ainda não foi atingida, ou até mesmo se aumentaram os riscos do projeto. 213

 Escrever um relatório de resumo de testes para os *stakeholders*: todos os *stakeholders* devem saber quais testes foram executados e quais os resultados destes testes, de modo a perceber que decisões precisam ainda ser tomadas visando a melhoria da qualidade do software. 213

1.2.4.5. Atividades de encerramento de teste 213

A atividade de encerramento de teste pode ser dada através de diversos fatores, como por exemplo, as informações necessárias do processo de testes já foram atingidas; o projeto é cancelado; quando um marco particular é alcançado; ou quando uma versão de manutenção ou atualização está concluída. As atividades principais são: 213

 Checar se as entregas que foram programadas foram de fato entregues e garantir que todos os problemas reportados foram realmente resolvidos. Para os que permaneceram em aberto devem-se requisitar mudanças em uma futura versão. 213

 Finalizar e arquivar os artefatos produzidos durante o processo necessário para planejar, projetar e executar testes, como por exemplo, documentação, scripts, entradas, resultados esperados, etc. É importante reutilizar tudo que for possível destes artefatos, pois assim se consegue economizar tempo e esforço do projeto. 213

 Repassar os artefatos anteriormente citados para a equipe de manutenção, que irá prover suporte aos usuários do sistema e resolver qualquer problema encontrado depois de sua entrega. 213

 Avaliar como se deu o processo de testes e analisar as lições aprendidas, que serão de grande utilidade para futuras versões dos projetos. Este passo pode permitir não só melhorias no processo de testes, como também melhorias no processo de desenvolvimento do software como um todo. 213

1.2.5. Testes ao longo do ciclo de vida de Software 213

As atividades de teste não são atividades que são realizadas sozinhas, mas sim em paralelo com o ciclo de vida de desenvolvimento do software. Dessa forma, a escolha do ciclo de vida do projeto irá afetar diretamente as atividades de teste. O processo de desenvolvimento adotado depende muito dos objetivos e propósitos do projeto. Portanto, o modo como as atividades de teste são estruturadas deve se ajustar ao modelo de desenvolvimento de software, ou do contrario, não conseguirá obter o sucesso desejado. 213

Um modelo de desenvolvimento de software bastante conhecido é o modelo em cascata, que como o próprio nome já sugere, tem sua base voltada a um desenvolvimento seqüencial das atividades. As primeiras atividades começam no topo da cascata, e então vão seguindo seqüencialmente através das várias atividades de concepção do projeto, e finalmente terminando com a etapa de implementação. Após isso, é que as atividades de teste são introduzidas, e dessa forma os defeitos só podem ser detectados bem perto da fase de implementação. A Figura 1.6 ilustra o modelo em cascata. 214

Com o objetivo de tentar contornar os problemas do modelo em cascata, foi desenvolvido o modelo V, que foca nos testes do produto durante todo o ciclo de desenvolvimento para conseguir uma detecção adiantada de defeitos. A idéia é que as atividades de testes não são simplesmente uma fase única, mas pelo contrário, como já foi visto na sessão anterior, se faz necessária toda uma preparação, passando por etapas de planejamento, análise, projeto, etc, que devem ser executadas em paralelo com as atividades de desenvolvimento. 215

Todos os artefatos gerados pelos desenvolvedores e analistas de negócio durante o desenvolvimento, provêem a base de testes em um ou mais níveis. Promovendo as atividades de teste mais cedo, defeitos podem ser geralmente encontrados nos documentos da base de testes. O modelo V demonstra como as atividades de verificação e validação podem ser executadas em conjunto com cada fase do ciclo de vida de desenvolvimento do software. 215

1.3. Inspeção de Software 216

Como explicado na sessão anterior, a inspeção de software é uma técnica estática do processo de V & V, em que são efetuadas revisões no sistema com o objetivo de encontrar defeitos e então, corrigi-los. O objetivo principal das inspeções é garantir que defeitos sejam reparados o mais cedo possível no processo de desenvolvimento de software, uma vez que quanto mais tarde, mais difícil de se encontrar os erros e mais custoso ainda consertá-los. Qualquer artefato produzido no desenvolvimento do software pode ser utilizado no processo de inspeção, como requisitos, modelo de projeto ou código. 216

O modelo CMMI exige a realização de revisões como uma prática específica do processo de verificação, demonstrando assim sua importância na garantia da qualidade do produto. Segundo Fagan, [Fagan 1986] a utilização de inspeções informais de software capturam em torno de 60% dos erros em um programa. Mills et al. [Mills et al. 1987] sugere que uma aplicação mais formal de inspeção de software pode detectar até mais de 90% dos erros de um programa. Selby e Basili [Selby et al. 1987] comparam empiricamente a efetividade de inspeções e testes. Eles perceberam que a revisão de código estática se mostrava mais efetiva e menos cara do que a procura por erros utilizando testes. 216

1.3.1. A Equipe de Inspeção (Participantes) 217

A equipe de inspeção é composta por um pequeno grupo de pessoas que possuam interesse e conhecimento do produto. Geralmente o tamanho da equipe varia de quatro a sete participantes, e o número mínimo é de três pessoas. Equipes maiores são normalmente utilizadas para analisar documentos de mais alto nível do produto, enquanto que times menores são preferíveis ao se inspecionar detalhes mais técnicos. Uma boa variedade de inspetores, representando diferentes áreas de conhecimento, é interessante para o processo de inspeção. O papel de cada participante será explicado abaixo. 217

 Autor – é o criador (desenvolvedor) do artefato que será inspecionado. Suas principais responsabilidades são: corrigir os problemas detectados durante o processo de inspeção, prover uma visão geral do produto aos demais participantes e tirar quaisquer dúvidas que surgirem com relação ao artefato desenvolvido. 217

 Inspetor – examina o produto antes da reunião de inspeção (fase de preparação) e durante de modo a tentar encontrar defeitos. Pode também identificar problemas amplos que estão fora do escopo da equipe de inspeção, como também sugerir melhorias. 217

 Leitor – pessoa responsável por apresentar o artefato aos demais participantes do processo de inspeção durante a reunião. Uma pessoa que usará o produto numa próxima etapa do seu ciclo de vida é um candidato forte pare esta tarefa, uma vez que a atividade de ler sobre o produto irá permitir a este potencial usuário se tornar bastante familiar com o produto. 217

 Escritor – tem o papel de registrar as informações sobre cada defeito encontrado durante a reunião, que incluem: a localização do defeito, um resumo do problema, sua classificação e uma identificação do inspetor que o encontrou. Todas as decisões e recomendações feitas também são registradas. 217

 Moderador – o moderador tem o papel mais crítico no processo de inspeção e por este motivo faz-se necessário um treinamento mais aprofundado do que os outros membros da equipe. Ele é a pessoa que lidera toda a equipe e participa ativamente de todas as etapas. Dentre suas principais responsabilidades podemos destacar: selecionar e liderar a equipe de inspeção, distribuir o material a ser inspecionado, agendar as reuniões, atuar como moderador nos encontros, supervisionar a correção dos defeitos, e emitir relatório de inspeção. Uma outra responsabilidade muito importante do moderador é garantir que o foco da reunião se mantenha em encontrar falhas no produto, e não em acusar o autor dos problemas encontrados. 217

1.3.2. O Processo de Inspeção de Software (Etapas) 217

O processo tradicional de inspeção de software [Fagan 1976] é definido por seis estágios, cada um representado por seu principal responsável. A Figura 1.8 ilustra esta seqüência de etapas e em seguida cada uma das etapas será explicada detalhadamente. 217

 Planejamento: o moderador é a pessoa responsável por esta etapa. O planejamento envolve selecionar a equipe, checar se o produto está pronto para inspeção, organizar a reunião, delegar as atividades de cada membro e garantir a completude dos materiais a serem inspecionados. Nesta etapa o moderador também deve verificar se o material a ser inspecionado possui um tamanho adequado para uma única reunião. Caso contrario, o material deverá ser dividido em tamanhos menores, com inspeções a serem realizadas para cada uma destas partes. 219

 Visão geral: nesta etapa o autor apresenta o produto aos demais membros da equipe, descrevendo o que o programa é suposto fazer. O moderador é responsável por decidir se esta etapa se faz realmente necessária, pois se a equipe já for bem familiarizada com o material a ser inspecionado ou novas técnicas não estejam sendo aplicadas, este estágio é dispensável. 219

 Preparação: este é o momento em que cada membro do time de inspeção estuda individualmente a especificação e o programa a ser inspecionado, e procura por defeitos no material. Todos os possíveis defeitos devem ser registrados num *log* de preparação, assim como o tempo que foi gasto na preparação. O moderador é encarregado de analisar os *logs* antes da reunião de inspeção para determinar se a equipe está preparada para suas tarefas, e caso contrario, ele pode remarcar a reunião. 219

 Reunião: nesta etapa, o passo a passo principal consiste na leitura e interpretação do produto, pelo leitor; em seguida o autor tira quaisquer dúvidas que eventualmente surgirem com relação ao material, e a equipe de inspetores então identificam os possíveis defeitos. Esta reunião deve ser curta, não podendo passar mais do que duas horas, e deve ser focada na detecção de defeitos, conformidade com o padrão e programação de má qualidade. O time de inspeção não deve discutir como estes defeitos poderiam ser corrigidos e nem sugerir mudanças em outros componentes. 219

 Re-trabalho: o propósito do re-trabalho é corrigir os defeitos identificados durante a reunião de inspeção. O autor é a pessoa responsável por essas correções, devendo corrigir em primeiro lugar os defeitos considerados mais relevantes e graves, e corrigindo os de menor importância apenas se o tempo permitir. 219

 Acompanhamento: aqui o moderador deve decidir se uma nova inspeção é necessária ou não. Ele deve analisar o material corrigido pelos autores e verificar se os defeitos foram corrigidos com sucesso. O moderador pode incluir revisores adicionais nesta etapa se forem necessários conhecimentos técnicos extras. Se todos os problemas mais relevantes forem resolvidos, todos os problemas em aberto solucionados, e o produto satisfizer aos critérios de saída, o moderador aprova o *release* do produto. Se as condições não foram atingidas, ainda será necessário mais um tempo na etapa de re-trabalho. 219

1.3.3. Ferramentas de Apoio ao Processo de Inspeção 219

Baseado na classificação de *groupware* (softwares voltados para o apoio a atividades de trabalho em grupo) e nas constantes mudanças tecnológicas, [Hedberg 2004] identificou quatro gerações de ferramentas de inspeção de software: 220

1. Primeiras Ferramentas (*Early tools*) 220

2. Ferramentas Distribuídas (*Distributed tools*) 220

3. Ferramentas Assíncronas (Asynchrounous tools) 220

4. Ferramentas baseadas em WEB (Web-bsed tools) 220

Nota-se que as primeiras ferramentas a surgirem foram classificadas como Primeiras Ferramentas, no início da década de 90 e logo em seguida vieram as Ferramentas Distribuídas. No fim da década de 90 surgiram as ferramentas para Internet. 220

As ferramentas da primeira geração são aquelas que apenas permitem o trabalho de toda a equipe no mesmo ambiente e ao mesmo tempo (inspeções síncronas). A segunda já permite que a equipe possa trabalhar de forma distribuída, ou seja, em lugares diferentes, porém ainda é preciso que seja ao mesmo tempo (inspeções distribuídas). A total independência de tempo e lugar foi introduzida na terceira geração, com as ferramentas assíncronas. As ferramentas da quarta geração também são assíncronas, diferenciando-se das demais devido a sua base tecnológica. 220

A seguir será apresentada uma ferramenta representante de cada geração introduzida anteriormente. A ferramenta ICICLE representará a geração de Primeiras Ferramentas. Em seguida a ferramenta Scrutiny exemplificará as Ferramentas Distribuídas. Assist ilustrará as Ferramentas Assíncronas, e finalmente, IBIS será a representante das Ferramentas baseadas em WEB. 220

 ICICLE – O ICICLE (*Intelligent Code Inspection Environment* *in a C Language* *Environment*) é o primeiro software de revisão publicado e visa apoiar o processo tradicional de inspeção de software. Como o próprio nome já sugere, ele foi desenvolvido para o contexto específico de inspeção de código C e C++, podendo ser usado para o auxílio da inspeção do código, tanto nas fases de preparação individual como nas reuniões em grupo. A reunião de inspeção em grupo deve ser realizada no mesmo local e a inspeção individual permite entrar com comentários em cada linha de código. A ferramenta não se aplica a inspeções mais genéricas, limitando o tipo de artefato a ser inspecionado e a técnica de detecção de defeitos, mas pode, entretanto, ser utilizada para inspecionar linhas de texto numa análise inicial. Um dos principais objetivos desta ferramenta é o de ajudar os inspetores de código a encontrarem defeitos óbvios. 220

 Scrutiny – O Scrutiny é uma ferramenta colaborativa *online*, sendo a primeira a permitir que os membros do time de inspeção se encontrassem dispersos geograficamente, podendo ser usada tanto de forma síncrona como assíncrona. Ela pode ser integrada com outras ferramentas e customizada para apoiar diferentes processos de desenvolvimento. Atualmente apenas suporta inspeções de textos. A ferramenta é baseada num processo de inspeção dividido em quatro etapas. No primeiro estágio, de iniciação, o moderador disponibiliza o documento a ser inspecionado na ferramenta. No próximo estágio, preparação, os inspetores inserem seus comentários a serem discutidos na reunião. Depois, na fase de resolução, o moderador guia os inspetores através dos documentos e dos defeitos coletados. Finalmente, no estágio de finalização, após as discussões e acordos referentes aos defeitos levantados, a ferramenta fornece um resumo dos defeitos que foram discutidos. 220

 Assist – *Asynchronous/ Synchronous Software Inspection Support Tool* foi desenvolvida para prover inspeções individuais e em grupo. Como o nome sugere, permite inspeções síncronas e assíncronas, com reuniões tanto em locais diferentes como no mesmo ambiente. Utiliza uma linguagem de definição de processo de inspeção (IPDL) e um sistema flexível para o tipo de documento inspecionado, permitindo o suporte a qualquer tipo de processo de inspeção de software. Inspeção de código, coletas de dados para métricas e cálculos para apoio as inspeções também estão presentes nesta ferramenta. É baseada numa arquitetura cliente/servidor, em que o servidor é usado como um repositório central de documentos e outros tipos de dado. Um *browser C++* pode automaticamente apresentar itens relevantes de *checklist* para a sessão de código inspecionado. 221

 IBIS – *Internet-Based Inspection System* é uma ferramenta baseada em WEB com notificações por *email* que auxilia no processo de inspeção desenvolvido por Fagan. Permite que as inspeções sejam realizadas entre pessoas geograficamente distribuídas e possui uma interface bastante leve e amigável, tendo toda sua estrutura e dados armazenados em arquivos XML. Ela não limita o tipo de artefato a ser inspecionado e provê suporte a decisões, apoio a anotações e *checklists*. As principais vantagens desta ferramenta são: por ser baseada em WEB, permite que os inspetores acessem a aplicação de seus próprios computadores; permite que a inspeção seja realizada com integrantes da equipe distribuídos em locais diferentes, até mesmo em países diferentes; permite que especialistas diferentes participem da reunião, podendo ser especialistas de outro departamento ou mesmo fora na organização. 221

1.4. Modelos de Maturidade de Testes de Software 221

Para se construir software com qualidade, é necessário que se tenha um processo de testes bem definido e que ele esteja alinhado ao processo de desenvolvimento. Nesta seção serão vistos três modelos de maturidade de teste de software, os quais indicam como criar e/ou melhorar o processo de testes. 221
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Considerações Finais 232

O desenvolvimento de software engloba um mercado de extrema competitividade. Tendo em vista que os sistemas que apresentam melhor qualidade garantem seu espaço no mercado, as empresas que os desenvolvem têm investido bastante esforço para assegurar a qualidade de seus produtos e garantir a satisfação dos clientes. A qualidade de um produto pode ser definida como sua capacidade de cumprir os requisitos inicialmente estipulados pelos clientes, e sendo assim, está diretamente relacionada à qualidade do processo de desenvolvimento. Por este motivo, tem surgido uma grande demanda ao incentivo de pesquisas que levem em consideração à procura por formas de melhoria da qualidade dos produtos. 232

Este capítulo procurou introduzir ao leitor boas práticas no que diz respeito à qualidade dos produtos, apresentando um conjunto de normas que representam a padronização mundial para avaliação da qualidade de produtos de software. As atividades de teste e inspeção também foram destacadas como forma de encontrar defeitos no software e corrigi-los a tempo, antes de entregar o produto a seus clientes, e analisar se o sistema faz o que é suposto fazer. Finalmente, modelos de maturidade de testes foram apresentados como mais uma tentativa de atingir os objetivos desejados, buscando melhorias na qualidade do processo de teste de software, que afeta diretamente a qualidade do produto. 232
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Sugestões de Leitura 234

Para conhecer mais sobre normas de qualidade de produto de software, é recomendada a leitura do livro Tecnologia da Informação: Qualidade de Produto de Software, Guerra & Colombo 2009. 234

Para ampliar o entendimento sobre o assunto de teste de software é recomendada a leitura do livro *Foundations of software testing*, Graham, D., Veenendaal, E. v., Evans, I. and Black, R., 2007. Este livro é utilizado por pessoas que desejam tirar o certificado ISTQB (*International Software Testing Qualifications Board)*, portanto, é muito interessante para adquirir melhores conhecimentos sobre este conteúdo. 234

Para um melhor conhecimento sobre os conceitos e o processo de inspeção de software é sugerida a leitura de *Design and Code Inspection to Reduce Errors in Program Development*, Fagan, M.E.,1976. 234

Para se aprofundar mais sobre as ferramentas de inspeção de software é recomendada a leitura de *Modern Software Review Techniques and Technologies*, Wong, Y. K., 2006. 234

Para melhor conhecimento sobre o TPI (*Test Process Improvement*) é recomendada a leitura do livro *Test Process Improvement A practical step-by-step guide to structured testing*, Koomen & Pol, 1999. 234

Para aprofundar a leitura sobre TMM (*Test Maturity Model*), é sugerida a leitura do livro *A Model to Assess Testing Process Maturity*, Burnstein & Grom, 1998. Tópicos de Pesquisa 234

Tópicos de Pesquisa 235

O TMM (*Testing Maturity Mode*), como visto anteriormente, foi desenvolvido pelo *Illinois Instituty of Tecnology* como um guia para melhoria de processos de testes. Existe uma organização sem fins lucrativos, em Dublin – Irlanda, que foi fundada para tentar transformar o modelo TMM em uma norma e, consequentemente, promover a sua aceitação como um padrão da indústria internacional de avaliação e de organizações de teste de software. 235

A Fundação TMMi tem os seguintes objetivos: 235

 Definição de um núcleo TMMi para a padronização internacional 235

 Criação e gestão de uma organização independente, imparcial com repositório central de dados e prestação de serviços 235
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 Definição e manutenção de avaliador independente 235

 Prestação de um fórum público das partes interessadas para facilitar a livre troca de informação, educação, idéias e uso da norma pública. 235

O site oficial da fundação é http://www.tmmifoundation.org. 235

Existem vários estudos atualmente na academia no que diz respeito à seleção de testes de regressão, uma vez que executar todos os casos de teste novamente sempre que uma nova versão do sistema for liberada é uma prática inviável. Dessa forma, várias pesquisas e propostas de soluções e técnicas para realizar uma quantidade suficiente de testes que atinja a cobertura necessária para garantir a corretude do software podem ser encontradas na literatura. 235

Outra área de pesquisa bastante desafiadora na área de teste de software é a geração automática de casos de teste, considerando que a elaboração de casos testes manualmente é um processo que consome muito tempo e esforço. Sendo assim, diversas propostas são elaboradas dia após dia com o objetivo de tornar o processo de teste mais ágil, menos susceptível a erros e dependente da interação humana. 235

Na área de inspeção de software, grandes desafios podem ser observados com o objetivo de encontrar estratégias para diminuir a quantidade de defeitos de um software. Na literatura, podem ser encontradas pesquisas e artigos com estudos focados neste objetivo. 235
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Parte 1

PROCESSOS