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Abstract
Working with design patterns can be considerably improved when using tools that help in pattern 

creation and application. However, there are several issues involved. For instance, a tool must offer mechanisms 
to help the Software Engineer to find the right patterns to a particular solution, or to identify and recognize 
patterns after they were applied. This paper presents the main requirements for these tools, and presents an 
extension of MVCASE tool to help Software Engineers to create and reuse design patterns in a high abstraction 
level during the software development process. The tool uses a distributed repository to store the patterns, and 
uses a code generator to automate most of the implementation process.

1. Introduction

Design patterns are among the most important topics inside the Software Engineering 
research area. According to Florijn et al [10], design patterns describe general solutions for 
recurring design problems. A pattern1 is described in terms that explains its usage including, 
for example, when and how to use it. This description usually follows the pattern format, as 
can be seen in [11].

It is commonly accepted that the use of design patterns in the development of object-
oriented software offers several benefits. These include, among others: flexibility and 
understandability [4], experience encapsulation and reuse, better documentation, and the 
creation of a common pattern repository. However, as new patterns are created, it may 

1 Although there are different kinds of patterns, this paper deals only with design patterns. Therefore, the term 
pattern will be used to reference this kind of pattern.
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become too difficult, or even impossible, to find one that fits a particular solution, due to the 
great number of patterns available [1].

In order to avoid this problem and to achieve the benefits, the patterns must be 
correctly used. For example, the right pattern must be found in order to solve a given problem. 
Another issue is that the code corresponding to a design pattern must be constructed every 
time it is applied [6]. It is also possible that two or more patterns are applied together to solve 
a single problem, which may cause some confusion.

These and other issues may be resolved manually, although it demands some effort. 
To help in design patterns use, several tools and environments have been proposed. These 
tools aim to facilitate the creation and application of design patterns. Automatic code 
generation and pattern structures visualization are examples of some features present in such 
tools.

In most of cases, these tools deal only with pattern-related issues. However, pattern 
usage is not isolated from the software development process, and cannot be treated as such. 
For this reason, in order to be effective, a tool that works with patterns must be integrated 
with the development process and, if possible, with the tools used for the development.

This paper presents an extension of the MVCASE tool [2,3,5,17,18], which attempts 
to solve this problem by integrating development and pattern-related activities in a single tool, 
helping to create and apply design patterns during the development process. The paper is 
organized as follows: Section 2 presents the main requirements for design pattern creation and 
application. In section 3, MVCASE tool and its support for design patterns are presented. 
Section 4 revises the tool in relation to the requirements. Related works are discussed in 
section 5. Section 6 presents some final considerations and future works.

2. Requirements for Design Pattern Creation and Application

Tool support for working with design patterns involves several issues. Many 
researches and discussions about this subject can be found in the literature [6,8,10,22]. These 
works identify mainly two major activities: pattern creation and pattern application. Next, the 
main requirements for tool support on design patterns are identified, discussing the issues 
related to these two activities.

2.1. Support for high abstraction level specifications

Design patterns, as the name suggests, represent design-level solutions. These 
solutions are reflected on the executable code, but do not depend on it. Therefore, a tool 
intended to support design patterns must be independent of any implementation language. 
More than that, it is natural to conclude that this tool should work in the same abstraction 
level as the patterns, in other words, the design level.

2.2. Support for pattern creation

When creating a new pattern, the Software Engineer must be able to create, modify 
and publish the new pattern, according to the pattern format [11], including all the 
information required, such as the pattern name, the problem to which it is related, the 
proposed solution and the consequences. To better illustrate the solution, models, such as 
classes or components structures and sample code may be included. Their relationship with 
other existing patterns may also be included.



2.3. Patterns storage

After creating the pattern, the Software Engineer must have ways to store it in a place 
from where it can be retrieved for later reuse. The storage mechanism must organize the 
patterns, storing it together with all the information involved. It is also responsible for:

- avoiding redundancy: the same pattern should not be stored twice;
- maintaining the consistency: the information concerning the pattern should not be 

missing or corrupted; and
- managing patterns references: in order to improve the user knowledge of the 

existing patterns and their relations; whenever two stored patterns relate to each 
other, it should be possible to navigate from one to another.

2.4. Support for patterns searching

Patterns application occurs during the software development process, when a design 
pattern can be used to help some problem solution. To identify the best suitable pattern for 
each problem is not an easy task. The software engineer must be aware of the existing patterns 
in order to choose one that solves the problem. However, if there are too many patterns, it is 
unlikely that somebody gets to know all of them. Therefore, there must be a searching 
mechanism which helps the Software Engineer to find a particular pattern, without needing to 
know all of them.

2.5. Pattern application

After the Software Engineer decided which pattern to use, his chosen solution must be 
applied into the software that is being developed. The simplest way to do this is to instantiate 
elements from the pattern, and then bind them to elements in the software. Florijn et al [10] 
state that three approaches must be considered when instantiating a design pattern:

- Top-down: “given a pattern description, generate the necessary design elements in the 
program and bind them to the pattern. This is typically expressed by: `Give me an 
instance of the Observer pattern', after which the developer is given an initial set of 
classes (with methods, relations, etc.) that follows the canonical structure of the 
Observer pattern”.

- Bottom-up: “given a number of elements in the program, bind them to a new pattern 
instance. This addresses situations such as: `These classes (and their methods) 
together reflect the Proxy pattern; let’s turn it into a Proxy pattern.' The difference to 
the top-down approach is that no new design elements are created in the program, 
instead existing elements are used”.

- Mixed: “this approach differs from bottom-up in that the program elements that only 
partly meet a pattern structure may be combined with newly generated elements that 
are generated. An example of this is: `This structure closely resembles the Composite 
pattern; turn it into a Composite instance.' In this case, the structure will be completed 
with new design elements that were missing”.
However, design patterns application is not just about instantiating some elements and 

binding them to the pattern. There is a whole solution included, called a pattern realization 
plan, that explains how the pattern is mapped into the language in a particular circumstance 



[7]. This plan must be followed in order to correctly apply the pattern. A tool to support 
pattern application must also have features that help the correct plan execution.

2.6. Pattern tracing

After a pattern is applied, all that is left in the software is a portion of executable code 
that has no recognizable trace of a design pattern. There must be a way to identify and 
recognize the patterns that were applied, binding elements of the software to their respective 
roles in the pattern. In a debate on tool and language support for design patterns, Chambers et 
al [7] already mentioned the need for this tracing when applying patterns.

2.7. Integration with the development process

As mentioned before, design patterns must not be treated separately from the 
development process. The same idea is valid for pattern tools, which must interoperate with 
other development tools. Ideally, a pattern tool should be an integrated part of a software 
engineering environment, composed by several tools, including modeling and implementation 
tools, among others. Further discussion about software engineering environments and tools 
integration can be found in [13, 19, 21].

3. MVCASE tool

In order to better understand how MVCASE supports design patterns, the basic tool 
features to develop object-oriented software are presented first. Next, its support for design 
patterns is presented.

The MVCASE (Multiple View CASE) is a modeling tool that provides graphical and 
textual techniques based on UML [24], to develop object-oriented software. It is fully 
implemented in the Java language, thus it is platform-independent.

By using UML-based techniques, 
MVCASE allows the software engineer to 
specify object-oriented software in different 
abstraction levels and four different views, as 
follows:

- Use Case View: offers a behavioral 
view, from the external actors’ viewpoint. 
This view has two main diagrams: the use 
case diagram, that comprehends a set of use 
cases, actors and their relationships; and 
the sequence diagram that details a use 
case, with a set of objects and a temporal 
messages sequence [20]. Figure 1 shows 
use case and sequence diagrams examples, 
created in MVCASE.

- Logical View: offers a structure of 
packages, classes and relationships 
between them. The main diagram in this 
view is the class diagram, that provides a 
static view, containing classes, interfaces, 

Figure 1. Use Case and Sequence Diagrams.

Figure 2. Class diagram.



collaborations and relationships. Among these 
relationships are inheritances, associations, 
aggregations and dependencies [20]. Figure 2 
shows a class diagram example in MVCASE.

- Component View: offers a static, 
architectural view, structured in modules. The 
component diagram is the main diagram of 
this view. It shows components and their 
relationships [20]. Figure 3 shows a 
component diagram example in MVCASE.

- Deployment View: offers a static 
view, showing the deployment architecture. 
There are nodes and connections showed in 
a deployment diagram [20]. Figure 4 shows 
a deployment diagram example constructed 
in MVCASE.

These views are displayed in the 
tool’s browser, which organizes the 
packages, elements and diagrams in a tree 
structure. The browser allows the software 
engineer to view, create, remove and edit the 
software elements.

To persist the UML specifications,
MVCASE uses the OMG’s XMI standard [25] and a repository. XMI is a XML-based format 
to represent UML metadata. Based on the four views described above, MVCASE generates 
XMI descriptions and stores them in the repository. The original XMI format was extended in 
order to represent graphical information, such as elements position within the diagrams.

The repository can store XMI documents. Since the scope of XMI is not fixed, 
different kinds of software artifacts can be stored, including UML specifications and 
executable code, for example. The repository has mechanisms for version control, which 
means that it can control different versions of a given artifact. It has also security and 
transaction management mechanisms, to assure the consistency and reliability of the stored 
artifacts.

The services for storing and searching software artifacts are available through a 
middleware [16]. By doing so, these services can 
be accessed over a network. The searching service 
combines searching and browsing, in order to 
obtain better results when finding artifacts that are 
stored in the Repository. Figure 5 shows the 
repository architecture.

Using the repository, the information 
produced during the software development 
process can be stored and managed, becoming 
available for later reuse. The repository is 
currently under development, using multi-agents 
systems technologies and searching engines, 
being part of a MSc. Dissertation.

Figure 3. Component Diagram.

Figure 4. Deployment diagram.

Artifacts repository
- Version Control
- Security and Transaction
             Management

XMIXMIXMI

Middleware Store and 
search services

CASE Tools

XMIXMIXMI

Figure 5. Software artifacts repository architecture.



In order to assist the implementation activities, MVCASE allows the Software 
Engineer to embed code into the design. Operations can have their behavior described directly 
in the executable language. This code is then stored together with the high-level descriptions, 
being used later for code generation. In this way, the Software Engineer can fully implement 
the software in MVCASE.

MVCASE also provides wizards, to automate tasks such as code generation, 
packaging and components publication. Until this moment, these wizards support the 
following technologies: Java 2 [14], EJB [9], CORBA [23] and Java Servlets [15]. MVCASE 
is currently being used in several Brazilian institutions, serving as a basis for other researches 
and for teaching.

These are the basic MVCASE features to help the object-oriented software 
development. Next, its support for design patterns is presented.

3.1. MVCASE support for design patterns

As mentioned earlier, there are two major activities when working with design 
patterns: pattern creation and patterns application. Next, a description of how these two 
activities are performed in MVCASE is presented. Some of these features are not completely 
implemented yet, such as the repository searching engine. However, the main features are 
implemented and functional.

Pattern creation.
In order to create a design pattern, the Software Engineer must describe it in a way 

that the problem, the solution, and the consequences related to that pattern can be clearly 
understood. Gamma et al [11] point out that graphical notations aren’t sufficient to describe 
patterns, and propose a format that is widely used by patterns designers.

With basis on this idea, MVCASE have features to create patterns and describe it 
either in textual descriptions according to the pattern format [11], and in graphical UML 
notations. To edit the textual descriptions, MVCASE has an editor which allows the Software 
Engineer to fill out the several items of the description, as shown in Figure 6, for the 
Command pattern [11].

Figure 6. Patterns textual descriptions editor.



<?xml version="1.0" encoding="UTF-8"?>
…
<Class …>
  <Element.name>Command.ConcreteCommand</Element.name>
  <Class.isPublic xmi.value="true"/>
  <Class.superclass>
    <Class xmi.uuid="Command.Command" …/>
  </Class.superclass>
  <Element.contains>
    <Method …>
      <Element.name>Execute</Element.name>
      <Method.visibility xmi.value="public"/>
      <Method.dimension>0</Method.dimension>
    </Method>
    <Attribute …>
      <Element.name>state</Element.name>
      <Attribute.visibility xmi.value="public"/>
      <Attribute.type>
        <Class xmi.uuid="int" href="int.xml"/>
      </Attribute.type>
    </Attribute>
    …
  </Element.contains>
</Class>

Figure 9. XMI descriptions of class ConcreteCommand, from 
Command pattern.

To create graphical notations, the Software Engineer uses the UML features offered by 
MVCASE. He can include, in the pattern description, classes and component structures, 
interaction models, and even executable code. Figures 7 and 8 shows, respectively, the classes 
structure of the Command pattern [11] and the interactions between the pattern objects 
described with graphical UML notations in MVCASE. Note that the Execute() operation, 
from the ConcreteCommand, has some embedded code indicating the invocation of the 
Action() operation of the Receiver.

After the creation of the textual 
and graphical descriptions, the pattern 
can be then stored in the repository, 
from where it can be reused. First, a 
unique identification is generated for 
each pattern, aiming to avoid 
redundancy and to manage pattern 
relationships. The pattern is then 
described in XMI, as shows Figure 9, for 
the ConcreteCommand class, of the 
Command pattern. In order to represent 
pattern-specific information, the XMI 
format was extended.

Once stored in the repository, the 
pattern becomes available for reuse 
trough a network. This facilitates its 
reuse, since different Software 
Engineers, from different computers, can use the repository at the same time.

Patterns application.
In order to support the design patterns application, MVCASE allows the Software 

Engineer to search the repository for the existing patterns that may help him to solve the 
problem. The searching is performed in the following way:

1. Initially, the Software Engineer enters some keywords as the searching criteria, 
aiming to find a pattern based on its name and classification;

receiver.Action();

Figure 7. Classes structure and embedded code, of 
the “Command” pattern.

Figure 8. Interactions between the objects of the “Command” 
pattern, modeled through a sequence diagram.



2. Next, the MVCASE repository performs a preliminary searching, comparing the 
keywords with the names and classification of the stored patterns;

3. The result of this preliminary searching is then presented to the Software Engineer;
4. The Software Engineer browses the presented patterns, examining each pattern 

fields, trying to find one that satisfies his needs; and
5. Finally, after a pattern is chosen, it is then loaded into MVCASE.
These five steps are illustrated in Figure 10. 

The Figure shows the Software Engineer entering the searching keywords “Create 
objects” (1).  Next, he clicks on the Go button, which starts the searching engine. The engine 
is responsible for finding patterns that has names or classification which are similar to the 
keywords. In this case, Abstract Factory, Builder, Prototype and Singleton were found and 
displayed in a list, since they are classified as “Creational” and “Object” (3). Next, the 
Software Engineer browses the list, examining the information of each pattern (4). When he 
finally chooses one, the Load pattern button is pressed (5), and the pattern is loaded into 
MVCASE.

After finding the pattern, the Software Engineer must apply its proposed solution into 
the software. As seen before, the solution proposed by a design pattern is composed by textual 
and graphical descriptions. The graphical descriptions are usually high-level models, such as 
UML models, that shows the solution structure. In most cases, these models serve as a 
template for applying the pattern, and the Software Engineer replaces the pattern elements 
with the elements of the software that is being designed.

Since MVCASE works with UML, the graphical pattern descriptions are directly 
loaded, becoming available in the tool’s browser. Once in the browser, the UML elements can 
be inserted into the software that is being designed, in a “drag and drop” operation. Figure 11 
illustrates this process, where the Adapter pattern is being applied.

(1)

(2)

(4)

(5)

(3)

Figure 10. Design patterns search in MVCASE.



In the Figure, the elements of the Adapter pattern are loaded into the browser (1). 
Next, these elements are inserted into the software’s design, in a “drag and drop” operation 
(2). If there are relationships between the elements, they are automatically inserted. In this 
particular case, only the class structure of the Adapter pattern was inserted into the design, but 
other UML models could be used as well, such as sequence or component diagrams.

Once inserted in the design, the elements may be edited by the Software Engineer, 
through the tool features, to complete the software’s design, as shown in Figure 12.

Figure 12 shows the Adapter pattern elements (see Figure 11) edited to become part of 
the software’s design, in this case, a sales registering system. After the changes, the Client
class became the MainClass class, the Target class became the SaleManager class, the 
Adapter class became the SaleAdapter, and the Adaptee class became the Sale class.

One important thing that must be stressed is that the code embedded in the operations 
is still present when the pattern is applied, since MVCASE has features to work with the code 
in this abstraction level. This code can also be reused, together with the design elements.

In order to indicate that a pattern was applied in some particular design, UML 
Collaborations are used. According to Rumbaugh et al [20], a Collaboration is a set of 
elements that work together to offer some behavior that is greater than the sum of its parts. 
This definition can be applied to design patterns, which are sets of elements that work 

(1)
(2)

Figure 11. Pattern elements being loaded into MVCASE

Figure 12. “Adapter” pattern being applied to a system



together to solve some particular problem. Therefore, these abstractions can be used to 
represent patterns in the design. Figure 13 shows how this is performed in MVCASE.

In the Figure, the dashed ellipse represents the pattern. The dashed lines indicates 
which software elements correspond to the pattern roles. In this case, the MainClass class is 
assigned to the Client role. The SaleManager plays the Target role, the SaleAdapter is the 
Adapter and the Sale is the Adaptee.

By doing this, the Software Engineer can identify in the design which decisions were 
based on patterns, and which pattern was applied. This helps to document the software, 
increasing its maintainability.

4. Summary

The previous section presented the main MVCASE features to support design patterns. 
It supports pattern creation, storage and application, during the software development process. 
Next a brief discussion about how MVCASE implements each requirement is presented.

4.1. Support for high abstraction level specifications

By providing UML-based techniques to perform analysis, design and implementation 
activities, MVCASE supports high abstraction level specifications.

4.2. Support for pattern creation

MVCASE supports the pattern creation, allowing the Software Engineer to include 
textual and graphical information concerning the pattern.

Figure 13. A collaboration to indicate that a pattern was applied



4.3. Patterns storage

The repository supports different kinds of software artifacts storage, in XMI format, 
including design patterns. To help to avoid the redundancy, an identifier is used to uniquely 
identify a pattern. However, the management of the relation between the stored patterns is not 
implemented yet.

4.4. Support for patterns searching

The searching engine uses a preliminary searching with basis on the names and 
classification of the patterns. Next, with basis on the results of this preliminary searching, it 
supports the patterns browsing, where the Software Engineer can choose one pattern by 
examining its information. Although it is very simple, this searching mechanism allows to 
identify, in a large library, the patterns that may help to solve a particular problem.

4.5. Pattern application

MVCASE is more effective in one of the three approaches for instancing patterns 
proposed by Florijn et al [10]: the top-down approach. In MVCASE, the elements of the 
pattern that is being applied are always generated, no matter if they already existed. However, 
the other two approaches can be used as well, only needing some manual effort to replace the 
existing software elements with the generated ones.

There is no mechanism implemented to help the correct instantiation of a pattern. 
Instead, MVCASE relies on the existing structure contained in the pattern’s description. For 
instance, consider the case where two pattern elements must be connected through a 
generalization relationship. With MVCASE, this generalization is already present when 
applying the pattern, since its structure is copied into the design of the software that is being 
developed. Although this does not assure that the pattern will be correctly applied, it 
facilitates this task.

4.6. Pattern tracing

The pattern tracing is facilitated though the use of UML Collaborations to represent 
patterns application. With this feature, it is possible to identify and recognize patterns in the 
final design. The binding between the applied pattern and the code can also be achieved, since 
MVCASE works in a high abstraction level, treating the code as being an integral part of the 
design. Therefore, if the pattern can be traced in the design, it can also be traced in the code, 
since it is embedded in the design. However, although facilitated through MVCASE, the 
pattern tracing must be performed by the Software Engineer.

4.7. Integration with the development process

In MVCASE, development activities and pattern-related activities are performed at the 
same time. We believe that this is one of the most valuable contributions of MVCASE as a 
pattern tool. When developing a software using some tool, the Software Engineer does not 
want to change to another tool to apply patterns. Also, it is not likely that these tools can be 
easily integrated, and some manual effort may be needed to make the tools interoperable.



The use of a distributed repository, allowing different users to access the stored 
patterns simultaneously, also contributes for the integration with the development process, 
since in most of the cases there is more than one Software Engineer working in the same 
project.

Although most of the requirements are implemented, some implementations may 
require refinements and improvements in order to provide full support for design patterns. 
Some issues, such as the pattern tracing in a high abstraction level, are still being researched 
by the community, and there is no definitive solution yet. However, we believe that 
MVCASE offers a practical help for those who want to use patterns in their projects.

5. Related works

Since design patterns were first proposed, several researches attempts to provide tool 
support for the creation and application of patterns:

Gamma et al [11] present the design patterns concept, and offer clear, practical ways 
to describe and use them. In our work, we attempt to implement in MVCASE the principles 
proposed by the authors, such as the format for describing patterns and the way the patterns 
are selected and used.

A debate on tool and language support for design patterns is presented in [7]. In this 
paper, the authors discuss the extent to what languages and tools should support design 
patterns. In particular, the tool support for patterns is discussed. The authors state that the 
tools still do not fully support design patterns, mainly because the tools are too low-level. 
They say that a main change is needed: the raising of the conceptual level of tooling. We 
agree with this point of view, and believe that MVCASE is giving a step forward through this 
way, by treating the artifacts (particularly the patterns) in a high abstraction level, and 
embedding the code in the design. This gives the Software Engineer a view of the software 
that is closer to the “real world” than the traditional programming language view, facilitating, 
among other things, the use of design patterns.

One of the first attempts to offer tool support for design patterns was proposed by 
Budinsky et al [6]. The authors present a tool to automatically generate code for design 
patterns. The code is generated with basis on some specification, and saves the effort of 
creating the same code every time a pattern is applied. However, as one of the authors of this 
tool states in a later work [7], this code generation approach has many problems, including:

- although it is configurable, the generated code is not very flexible;
- generated code is often difficult to integrate with existing code; and
- when regenerating some code, important changes may be discarded.
Despite these drawbacks, this first attempt offered many contributions to today’s tools, 

including our work. In fact, code generation is one of the main features implemented in 
MVCASE.

Florijn et al [10] proposes another tool to work with design patterns. The authors 
present some important requirements which represent what is needed in order to offer tool 
support for design patterns. The proposed tool helps to instantiate new patterns, bind existing 
elements with patterns, and check if the pattern was correctly applied. Another interesting 
feature of this tool is that it can be used either in forward engineering and backward 
engineering. The former is the usual pattern application mode. The latter is performed by 
identifying pattern occurrences in existing programs and modifying a program to better reflect 
a pattern structure. Some of these important features are not present in MVCASE, such as 
pattern application checking and backward engineering techniques. The reason for this is that 



one of our main objectives was to evaluate the benefits of integrating development activities 
with patterns activities, and not providing a complete support for design patterns. However, 
future works shall deal with these matters.

A discussion about the use of UML to represent design patterns application is 
presented in [22]. In this paper, the authors discuss the use of UML Collaborations and 
Parameterized Collaborations to represent design patterns application. Next, they identify 
many limitations of these abstractions, and present what is needed in order to overcome these 
limitations. MVCASE uses UML Collaborations to represent patterns application. Given its 
limitations, this abstraction constitutes a less than perfect solution for representing design 
patterns in UML, and a more complete treatment is desirable. However, we decided to use 
UML Collaborations because it would be sufficient to satisfy our pattern tracing requirement.

In [12] a tool to apply design patterns is presented. This tool, called Fred (Framework 
Editor), uses the concept of specialization pattern, which is a specification of a recurring 
program structure. According to the authors, a specialization pattern is given in terms of roles, 
to be played by (or bound to) structural elements of a program, such as classes or methods. 
Fred generates descriptions of the tasks to be performed in order to bound program elements 
to the pattern roles, or it can generate a default form of the element. It also allows the 
Software Engineer to associate program elements with pattern roles. MVCASE can only 
generate default specifications, not supporting tasks description or automatic binding between 
elements and roles. However, Fred only works with executable code, which makes it restrict 
to the implementation tasks. In MVCASE, instead, patterns are treated in higher abstraction 
levels, making it suitable for a wider range of development activities.

6. Final considerations and future works

This paper presented an extension of MVCASE tool, to support design patterns usage 
during the software development process. Some requirements for tool support on patterns 
were identified, and descriptions of the main MVCASE extensions that implement these 
requirements were presented. 

Several issues remain to be resolved. As seen in previous sections, MVCASE provides 
efficient support for only one of the three approaches for applying patterns, and a more 
refined support for the other two should be implemented in future works. Some backward 
engineering ideas could be applied as well, in order to help in checking patterns application 
and correcting programs to reflect the patterns structures.

An important issue is the pattern representation using UML Collaborations. As already 
mentioned, this approach has its limitations, and a better solution is needed, in order to give 
the Software Engineer an unambiguous way to graphically define and document design 
patterns.

Currently, only patterns described in a standard format [11] are supported. We decided 
to adopt this format because it is well accepted and known by most of Software Engineers. 
However, other formats may be stored in the repository as well, needing only to add specific 
information in XMI format and to create specific interfaces for searching. Future works may 
go further in this direction, extending MVCASE’s support for patterns.

Other improvements currently under development are related to the mechanisms to 
store and recover software artifacts (including design patterns) in MVCASE. Multi-agent 
technologies and more refined searching engines to improve the quality of the repository are 
being researched.



In this work, the main concern is to evaluate the impact of integrating development 
activities and pattern support activities into a single tool. Although it has many points that 
need improvement, the use of MVCASE to apply patterns inside our research group already 
indicates that this integration offers several benefits, such as the increase of productivity and 
wider user of the patterns.
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