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Abstract

The object—oriented paradigm has some limitations, such as tangled code and code
spread over several units, making harder software maintainability. Some of these limi-
tations maybe compensated by design patterns and implementation methods guiding the
software structure. On the other hand, extensions of the object—oriented paradigm, such
as aspect—oriented programming, try to solve the object—oriented limitations. These tech-
niques allow higher software modularity making easer software reuse and maintainability
in practical situation where the object—oriented paradigm, design patterns, and implemen-
tation methods do not offer an adequate support. The aim of the work presented here
is to analyze if different concerns (non—functional requirements) can be implemented and
tested separately, in a progressive way, providing quality software and development produc-
tivity. A general-purpose aspect—oriented extension to Java, called AspectJ, is being used
to define the aspect—oriented progressive approach implementing its crosscutting concerns
(persistence, distribution and concurrency control). This separation of concerns allows bet-
ter modularity, by avoiding tangled code and code spread over several units, and therefore
increasing software maintainability.

Keywords: Aspect—oriented programming, separation of concerns, frameworks, patterns,
software engineering, Java.

1 Introduction

The need for developing quality software increased the use of object—orientation looking for
greater reuse and better maintainability, increasing the development productivity and support-
ing requirements changes. However, the object—oriented paradigm has some limitations [14, 15],
such as tangled code and code spread over several units, making harder software maintainabil-
ity. Some of these limitations maybe compensated by design patterns [4, 8] and implementation
methods [3, 10].

On the other hand, extensions of the object—oriented paradigm, such as aspect—oriented
programming [6], composition filters [1], subject—oriented programming [15], and adaptive pro-
gramming [9], new programming techniques, are trying to solve the object—oriented limitations.
These techniques allow easer software reuse and maintainability in practical situation where
the object—oriented paradigm, design patterns, and implementation methods do not offer an
adequate support [18]. However, there are some limitations of these techniques that demand
tool support [18] to keep high the maintainability level.

The aim of this work is to analyze if different non—functional concerns can be implemented
and tested separately, possibly by different teams, in a progressive way, increasing software qual-
ity and development productivity. If this is possible, we could support a progressive approach
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for object—oriented implementation, where persistence, distribution, and concurrency control
are not initially considered in the implementation activities, but are gradually introduced,
preserving the application’s functional requirements. This approach allows early functional
requirements validation, as the functional requirements can be fully implemented without the
effort to implement the non—functional ones, which will be implemented only after the vali-
dation. In fact, this progressive implementation was partially validated with design patterns,
however, without full separation of concerns, which is our aim in using AOP.

A general-purpose aspect—oriented extension to Java, called AspectJ [11] is being used
to define these crosscutting concerns (persistence, distribution and concurrency control) sep-
arated from the system core (functional requirements). This separation of concerns allows
better modularity, by avoiding tangled code and code spread over several units. The system
maintainability is also increased, since it is just needed to implement a new aspect and then
weaving (process that composes aspects with the original system to create the final system) it
with the system to add a new concern, or a new implementation of a concern.

This paper is structured in five sections. Section 2 shows a software architecture used by
the system, in which crosscutting concerns are implemented, and an overview about AspectJ.
Distribution aspects are showed in Section 3 describing a particular aspect of the Ph.D. work.
Related works are discussed in Section 4, and finally, Section 5 presents our conclusions.

2 Background

This section explains the software architecture of the system used in the implementation, and
presenting an overview of AspectJ, the Aspect—Oriented language used to define the aspects.

2.1 Software architecture

The progressive implementation approach is tailored to a specific software architecture that
implements a layer architecture using design patterns [8, 4]. This software architecture aims
to separate data management, business rules, communication (distribution), and presentation
(user interface) concerns. Such structure prevents tangled code, for example, business code
interlacing with data access code, and design patterns allow us to reach greater reuse and
extensibility levels. However, this goal is not reached at all; there are some tangled code,
for example, code regarding exception handling of each concern, code regarding concurrency
control, and code that defines which interface implementation for data management will be
used. In addition, the architecture does not prevent some spread code, for example, code
regarding which classes has to be serialized in distribution environment is scattered in the
system, as well as the exception handling and the concurrency control code.

AspectJ was chosen to implement the crosscutting concerns in order to avoid some tangled
code that still remains when using the layer architecture, as well as spread code, and to re-
structure the system to become easier maintain and evolve it, without invasive changes. The
aspects definition sometimes eliminates the need for design patterns usage, since it modularizes
in a higher level the crosscutting concerns.

Figure 1 presents an UML [2] diagram of the specific software architecture. Accesses to the
system are made through a unique entry point, the system facade [8]. In this software architec-
ture the system facade also implements the Singleton [8] design pattern to guarantee that there
is just a single instance of this class. This is the class whose instance should be distributed over
the user interfaces. The facade is composed of business collections, target of facade methods
delegation. The persistence mechanism interface is responsible to abstract which persistence
mechanism is in use. Classes implementing this interface should handle databases connections,
transaction management and sharing of databases communication channels among concurrent
users. Persistent data collections are used to map flat data into business objects, and vice versa.
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Figure 1: Software architecture’s class diagram.

Those collections are used by business collections through business—data interfaces. These in-
terfaces allow multiple implementations where each data collection access different mechanisms,
even though volatile implementation.

2.2 AspectJ overview

AspectJ [11] is a general-purpose aspect—oriented extension to Java. The aspect—oriented
paradigm makes possible to define crosscutting concerns separated from each other. This
separation of concerns allows better modularity, by avoiding tangled code and code spread
over several units. The system maintainability is also increased, since it is just needed to
implement a new aspect and then weaving (process that composes aspects with the original
system to create the final system) it to add a new concern, or a new implementation of a
concern in the system.
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Figure 2: AOP development phases.

Figure 2 illustrates the aspectual decomposition, which identifies the crosscutting concerns
of a system, and the weaving, which composes the identified concerns with the system to obtain
the final version with the required functions.

Features

The main construct of the AspectJ language is an aspect. Each aspect defines a functionality
that crosscuts others, called concerns, in a system.

An aspect can have attributes, methods, and a hierarchy of aspects, by defining specialized
aspects. The AspectJ introduction mechanism can affect the static structure of the programs
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Figure 3: AspectJ definition example.

by introducing new methods and fields to an existing a class, convert checked exceptions into
unchecked exceptions, and changing the class hierarchy, by extending an existing class or
interface with another or implementing an interface in an existing class.

Furthermore, an aspect can also affect the dynamic structure of a program changing the
way a program executes, by intercepting points of the program execution flow, called join
points, and adding behavior before, after, or around (instead of) the join point. Examples of
join points are method calls, method executions, instantiations, constructor executions, field
references (get and set), exception handling, static initializations, others, and combinations of
these by using the !, && or || operators.

Usually, an aspect defines a pointcut that selects some join points and values at those join
points. Then an advice defines the code that is executed when a pointcut is reached. The advice
is who defines if the code executes before, after, or around the pointcut.

Figure 3 shows an aspect definition example, from the AspectJ Programming Guide, where
the aspect FaultHandler adds one field onto Server class (line 3), defines two methods (lines
5 to 7 and 9 to 11). The aspect also defines one pointcut (line 13), and two advice (lines 15 to
17 and 19 to 22). The introduced field flags the server’s objects if the execution of any public
method (identified by the pointcut definition) throws a FaultException, which is defined by
the after advice. The before advice checks the server’s flag before calling any public method
(identified by the pointcut definition) avoiding methods call to disabled servers.

3 Distribution Aspects

This section overviews guidelines for implementing distribution code using AspectJ. These
guidelines were derived from an experience on implementing distribution aspects in a real
information system, a health complaint system. The distribution aspects implement basic
remote access to system services using RMI (Remote Method Invocation) [12] and exception
handling. In fact the aspects definition follows a pattern that can be used to implement
distribution using another technology, like CORBA [13]. The aspects are divided in server—
side, client—side, and exception handling aspects. Figure 4 shows how the aspects and the
system are structured.
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Figure 4: Distribution aspects’ structure.

When the distribution aspects are woven with the system code that uses the software
architecture presented in Section 2.1, it affects the system facade (server—side aspect) and the
user interface classes (client-side aspect), making the communication between them remote, by
distributing the facade instance. In fact, the server—side aspect might crosscuts others classes
that are return types or arguments type of the facade methods.

The exception handling aspect affects both facade and the user interface to provide the
respective handling regarding new exceptions introduced by the aspects.

3.1 Server—side distribution aspect

The server—side distribution aspect is responsible to distribute the facade instance allowing
remote calls to its methods. Therefore, to distribute an object using RMI the aspect should
modify its class and the classes whose objects will be received as parameters and returned by
the methods of the facade class.

The RMI API demands that the interface methods of the class whose object will be remote
must declare that it can throws a specific RMI exception. Therefore, this exception should
added in the throws clause of the facade methods. However, the actual version of AspectJ
does not allow it. As a consequence of this problem a remote interface should defined as
an aspect auxiliary interface, which extends the java.rmi.Remote interface and has all facade
methods signatures with the specific RMI exception in its throws clause. This is a problem
regarding software evolution, because every time a new method is added in the facade, the
remote interface should be modified to add this new method signature with the API-specific
exception in its throws clause. However, a tool can mostly automate the aspect definition,
increasing the aspects productivity and reuse. Another bad consequence of this limitation is
discussed in the client—side aspect definition.

A change request was submitted in the AspectJ website, requesting a new introduction
construction, which would add an exception in a method throws clause.

After that the server—side aspect modifies the facade class to implement the auxiliary in-
terface previously defined using the introduction mechanism. Additionally, the aspect exports
the facade object making it available to accept incoming calls from clients. The server—side
aspects also modifies the classes whose objects are arguments or return values of the facade
methods. They just have to use the Java Object Serialization mechanism, by implementing



the java.io.Serializable interface

3.2 Client—side distribution aspect

The simplest way to define the client—side aspect would be just changing the client’s facade
attribute initialization to the get a reference to the remote instance. However, because of the
“adding exception in a throws clause” problem the remote instance is not a subtype of the
facade class, which is the attribute’s type of the client classes. In fact, the remote instance and
the facade class have the same super type, the remote interface.

A solution is writing an advice for each facade method, redirecting the facade local execu-
tions to its remote instance. However, this decreases the aspect maintainability since for every
new facade method an advice should be wrote to redirect the local call to the remoter instance.
As soon as the “adding exception problem” is solved a simplest solution can be used, changing
the client’s facade attribute initialization to the get a reference to the remote instance.

3.3 Exception handling

Another aspect to is exception handling. The AspectJ police to handle with exceptions in-
troduced by the aspects definition is encapsulating them in to an unchecked exception, called
soft exception. Therefore, this unchecked exception should be handled in the user interface
classes. Note that exception handling is a natural crosscutting concern, usually implemented
with spread code.

The exception handling aspect crosscuts both, user interfaces and facade classes. The aspect
should encapsulate new exceptions in a SoftException at the server—side, and handling them
at the client—side, providing the necessary behavior, usually showing messages to the user
interface.

4 Related works

A related work [5] uses design pattern, pattern languages and object-oriented frameworks
to provide separation of concerns regarding concurrency and distribution programming. Our
approach implements, or will implement, those concerns using AspectJ, without invasive code
changing, with is necessary to implement the design patterns or using frameworks. Those
invasive changes avoids the obliviousness [7] provided by the aspects definition regarding the
abstraction that the system core programmers might have about the aspects definition.

Another related work [17] defines a tool to support aspect-oriented distributed program-
ming. It defines a language to specify the classes whose objects will be distributed and the
hosts that these objects must execute. The tool includes the feature of deploying the classes
code at those hosts. Besides our approach does not consider just distribution concerns, but
also concurrency control and persistence, we will also implement a tool support for implement
those aspects, including distribution.

An approach that could be used to implement distribution aspect is Composition Filters
(CF) [1]). This approach can filter messages received and invoked by objects associating actions
to them. For example, using CF we could filter messages between the components to have
their communication distributed, and associate the action of redirecting the communication to
the remote instance. However, AspectJ is a general approach for separation of concerns. For
example, CF does not offer static crosscutting and some kinds of dynamic crosscutting that
AspectJ does. As our approach also considers persistence and concurrency control aspects,
which might not be implemented using composition filters, we use AspectJ.



5 Conclusion

This position paper presented the Ph.D. project that aims in analyzing if different concerns
(non—functional requirements) can be implemented and tested separately, in a progressive way.
These concerns will be implemented using AspectJ, a general-purpose aspect—oriented exten-
sion to Java. It also presented an overview of guidelines for implementing distribution aspects
with AspectJ and RMI, which were derived from an experience on restructuring a real infor-
mation system. In fact, those guidelines were originally defined for both restructuring and im-
plementing distribution aspects. Those guidelines are also a pattern to implement distribution
aspects using different APIs. Guidelines for both restructuring and implementing persistence
aspects with AspectJ are already defined and can be found elsewhere [16], including the orig-
inal definition of the distribution guidelines. At this moment, the guidelines for concurrency
control are being defined, as well as a tool to completely or partially automatize the system
refactoring and the aspects generation.

The guidelines are based on an AspectJ framework and on related patterns, which increases
the productivity of projects that use the guidelines. The framework and the patterns were
identified when restructuring the system with AspectJ. Although the guidelines are tailored to
a specific architecture and related patterns, it has been widely used to implement a wide range
of real web—based information systems. The use of a specific architecture allows the definition
of precise and more useful guidelines, giving better support to AspectJ programmers.

This experience validates AspectJ and indicates that this language is useful to separately
implement the distribution and persistence concern considered [16]. However, a few drawbacks
in the language ware identified and reported. This was the motivation for suggesting here some
minor modifications to AspectJ but that could significantly improve the implementations that
follow the guidelines.

This project will also analyze the aspect—oriented progressive implementation approach
through a case study in a real software company. Another analyzes, based in experiments,
will show what is the impact of using an AOP technique and what is the impact of using a
progressive approach to implement systems.
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