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Abstract—The increasing need for dynamic systems, able to adapt
to different situations, calls for underlying mechanisms to
support software evolution. In this sense, model-based techniques
can be used to automate one of the evolution aspects — the
modification of models. However, the use of model-based
techniques is tailored to the specific modeling languages being
used. Thus, efforts to automate the modification of models can be
undermined by the several different modeling languages used in
different approaches for software evolution. Aiming to facilitate
the use of model-driven development in the context of
architectural evolution, we propose an approach to define basic
transformation rules. This novel approach relies on a conceptual
model and a set of basic operations for architectural evolution,
which are used to define transformation rules for a specific
architectural modeling language of interest. We illustrate the
application of our approach by defining transformation rules for
Acme using QVT.
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L INTRODUCTION

Software evolution has become a key research area in
software engineering [7]. Software artifacts and systems are
subject to many kinds of changes at all levels, from
requirements through architecture and design, as well as source
code, documentation and test suites. Since the abstraction level
of software architecture is adequate for identifying and
analyzing the ramifications of changes [11], it could be one of
the software evolution pillars [17]. As the architecture evolves,
mechanisms are required for supporting these dynamic changes
[1][14][19]. There are several approaches for tackling different
aspects of architectural evolution, often relying in some kind of
model transformation. However, these approaches do not use
of model-driven engineering techniques, which provide
underlying mechanisms for model transformation.

In this paper we present a novel approach for creating basic
transformation rules with the focus of facilitating model-based
architectural evolution. We defined a conceptual model and a
set of basic operations that can be applied to the different
languages used for architectural modeling. We illustrate our
approach by defining transformation rules for architectural
evolution on a specific ADL — Acme [9]. The contribution of
this paper is twofold. On one hand, our basic operations can be
used as a common vocabulary for the different architectural
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evolution approaches — f acilitating their integration. On th e
other hand, it can guide the creation of transformation rules for
a specific modeling language.

The remainder of this paper is structured as follows. In
Section 2 we present the background for this work. Our
conceptual framework is d escribed in Section 3. Section 4
illustrates the use of our approach in Acme. Lastly, Section 5
concludes the paper.

II.  BACKGROUND

Architectural evolution has been acknowledged as a key
element for achieving software evolution [17]. According to
[6], there are 5 types of software evolution: Enhancive,
Corrective, Reductive, Adaptive and Performance. In the case
of autonomic, self-adaptive or self-managing systems this
evolution is performed at runtime, with some degree of
automation. Architectures that can evolve at runtime are
classified as dynamic architectures. Our approach supports
evolution both at design time and at runtime.

A survey on formal architectural specification approaches,
regarding their ability to enact architectural changes at runtime
is reported on [5]. That survey analyzes the approaches
regarding the type of changes they support: Component
Addition, Component Removal, Connector Addition and
Connector Removal. As result, 9 out of 11 approaches were
found to support all these basic operations: CommUnity,
CHAM, Dynamic Wright, PiLar, Gerel, ZCL, Rapide, as well
as the approaches by Le Métayer and by Aguirre-Maibaum.
Moreover, all these 9 approaches have some kind of support for
composing these operations. The need for structural change is
clear in the architectural deployment view, for example, by
replicating application servers in order to improve the system
performance. Additionally, the use of subtyping mechanisms to
enable architectural evolution has also been suggested [15].
From the 9 architectural description languages analyzed in
[15], 4 show some kind of support for evolution through
subtyping mechanisms: Aesop, C2, SADL and Wright.

As the elements and connectors of an architecture evolve,
their properties may be modified as well. These properties may
be related to the element itself (e.g. performance), or to the use
of the element (e.g. workload). The modification of the
properties may happen at design time or at runtime. For
instance, at runtime, we may consider a connector (in a



deployment view) that isr eified in a physical network.
Properties such as reliability and bandwidth of this connector
may be subject to change over time. This kind of changes in
properties of architectural elements is often ignored in the
architectural models. We advocate that the evolution of these
properties should be reflected in the models, as it allows us to
(i) monitor the evolution of these properties, which in turn can
be used to trigger adaptations, and to (ii) analyze the actual
characteristics of a system using its architectural models. This
alignment between what was designed (the initial model) and
the actual implementation/deployment can help identify and
reduce architectural erosion [15]. A particular research field
that considers the evolution of the properties of architectural
elements is that of service-oriented architectures. For instance
[4][8] match services properties with non-functional
requirements for selecting which services to use.

Some modeling languages that are not considered ADL can
also be used for architectural modeling. Architectural behavior
has been defined in languages such as Statecharts,
ROOMcharts, SDL, Z, Use-Case, Use-Case Maps, Sequence
diagrams, Collaboration diagrams and MSCs [2]. For instance,
Statecharts can be used to describe the different states of a
component, as well the transitions between them; Use-Case
diagrams can express the different activities performed by an
element of a system, from the user’ point-of-view. Thus, when
dealing with architectural evolution, we cannot neglect these
languages. Similarly, the use of goal-based notations such as
Kaos and i* for architectural modeling has been promoted in
some research endeavors [12][18].

III.  CONCEPTUAL FRAMEWORK

Based on a review of the architectural modeling approaches
mentioned in the previous section, we devised a framework for
empowering  architectural  evolution  through  model
transformations, which can be applied to different modeling
languages. This framework comprises a conceptual model,
used to classify the different constructs of a modeling language,
as well as a set of basic architectural evolution operations
defined upon the conceptual model.

Architectural models are composed of architectural
elements — e.g., components, services, classes and states — and
links that define connections between these elements — e.g.,
connectors, requests, association links and events. Both
elements and links may have properties, which can be used to
provide a detailed description of elements and links. Moreover,
elements may have sub-elements, i.e., elements that are part of
them. Fig. 1 shows a model that represents these concepts.
Using the graph terminology, elements can be considered typed
nodes, links can be considered directed edges and properties
can be considered labels of a node/edge.

This conceptual model can be applied to different
architectural description languages, as well as to other
modeling languages that are used for architectural modeling
(e.g., Statecharts, Sequence diagrams, Use-Case and i*). The
(meta-)metamodel of the VPM language [3] resembles our
conceptual model, being essentially composed by elements
(entities) and links (relations) but neglecting their properties.
That work provides a metamodeling language, whereas our
conceptual model is used to classify the constructs of existing
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Figure 1. Conceptual Model

metamodels in order to guide the creation of transformation
rules. Thus, our approach isn ot tied to any particular
metamodeling nor transformation specification language.

A. Basic Architectural Evolution Operations

This conceptual model enabled us to define 7 basic
operations required to s upport architectural evolution with
model transformations: Add Element, Remove Element, Add
Link, Remove Link, Add Property, Remove Property and
Change Property. These operations support the 2 different
types of architectural model changes described in Section 2 —
structural/topology changes and property changes. These
operations are described next.

1) Add Element
Inserts a new element in a model. A particular case is when
the new element is a sub-element of another element. Usually,
an element has a name or an identifier.

2) Remove Element
Deletes an element from a model. Caution should be taken
when removing elements from a model, as it is important to
maintain the integrity of the model. For instance, if an element
is removed, it is most likely that it will also be necessary to
remove the links associated with that element.

3) Add Link
Inserts a new link connecting elements of the model.

4) Remove Link
Deletes a link from a model. Here again caution should be
taken, as elements without links may result in invalid models.

5) Add Property
Inserts a property in an element or in a link. Usually, the
property has a name or an identifier, as well as other attributes
such as value, default value and type.

6) Remove Property
Deletes a property from an element or from a link.

7) Change Property
Modifies the content of an attribute of a property, e.g., the
actual value, or its type. A similar effect could be achieved by
combining the Remove Property and the Add Property
operations. However, as modifying a property is conceptually



different from replacing it, we decided to define this specific
operation.

We decided against the definition of Change Element and
Change Link operations as they essentially consist of changing
their properties or adding/removing sub-elements.

These operations are similar to the five basic operations for
graph-based model transformations [13]: create node, connect
nodes, delete node, delete edge and set label. Our notion of
property can be seen as an elaborated kind of label, leading us
to defining three different property-related operations.
Moreover, our conceptual model also supports the definition of
sub-elements, which is an important feature in some
architectural modeling languages.

B. Model Transformation Rules

In order to use the power of model-driven development for
architectural evolution, it is necessary to define transformation
rules for a particular modeling language. In order to describe
these rules, the first step is to classify the constructs of the
language based on the conceptual model of Fig. 1 - i.e., to
identify which are the elements, sub-elements, links and
properties of that particular language. Then one can proceed to
instantiate the basic architectural evolution operations for each
element, link and property of the language.

Once all basic operations are defined, the transformation
rules can be developed using a model transformation
framework (such as QVT) or using a general-purpose
programming language. The development of these rules can be
quite straightforward, as presented in the next section.
However, the complexity of the language in focus may pose
some additional challenges.

IV. MODEL TRANSFORMATIONS FOR ARCHITECTURAL
EVOLUTION ON ACME

In this section we illustrate the use of our conceptual
framework to enable architectural evolution on a specific ADL:
Acme [9]. Acme components characterize computational units
of as ystem. Connectors represent and mediate interactions
between components. Ports correspond to external interfaces of
components. Roles represent external interfaces of connectors.
Ports and roles are points of interaction, respectively, between
components and connectors — they are bound together through
attachments. Systems are collections of components,
connectors and a description of the topology of the components
and connectors. Systems are captured via graphs whose nodes
represent components and connector and whose edges
represent their interconnectivity. Properties are annotations that
define additional information about elements (components,
connectors, ports, roles, representations or systems).
Representations allow a component or a connector to describe
its design in detail by specifying a sub-architecture that refines
the parent element. The elements within a representation are
linked to (external) ports through bindings.

A. Applying the conceptual framework

Considering our conceptual framework, we identified the
basic operations required to evolve an architectural model in
Acme. The Acme elements are Component, Connector, Role,
Port and Representation. Particularly, the last three elements
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are sub-elements — Role is a sub-element of Connector, Port is
a sub-element of component and Representation is a sub-
element of both Component and Connector. Please note that
Connector is not an actual link — instead, it is an element that is
(indirectly) linked to Component through Attachment. The only
links in Acme are Attachment and Binding. An attachment
links an internal port of a component to a role of a connector,
while a binding links an internal port to an external port of a
representation. Lastly, Property expresses the properties of
each element or of a System.

Thus, the basic operations for architectural evolution in
Acme were defined: Add Component, Add Port, Add
Connector, Add Role, Add Representation; Remove
Component, Remove Port, Remove Connector, Remove Role,
Remove Representation; Add Attachment, Add Binding;
Remove Attachment, Remove Binding; Add Property; Remove
Property; Change Property. Since all properties in Acme share
the same structure, we did not need to define different property
operations — e.g., there is no benefit in defining different Add
Component Property and Add Connector Property operations.

B. Acme evolution with QVT

In this section we present how the basic operations can be
implemented using a model transformation framework. Here
we are using QVT, which comprises a language for specifying
model transformations based on the Meta Object Facility —
MOF and on the Object Constraint Language — OCL.

Fig. 2 s hows the QVT Operational code for the Add
Component operation. The first line states the metamodel that
will be used in the transformation, which is the Acme
metamodel. The second line declares the Add Component
transformation, informing that the same model (aliased
acmeModel) will be used both as input and as output. Other
than the input models, QVT transformations accept input
through the mechanism of configuration properties. Line 3
presents the input variable of this transformation, which is the
component name. In QVT, the entry point of the transformation
is the signature-less main operation. Our main operation (lines
4-7) calls the mapping of the root object of the model, which is
System. The transformation itself is performed by the Apply
Add Component mapping (lines 8-12), which inserts a new
component. The component constructor is defined in lines 13-
16, it simply assigns the given name to the component.

Fig. 3 presents the mapping of the Remove Port
transformation (the other elements of the transformation are
very similar to that of Fig. 2). In this mapping we traverse all
ports of the model (Line 3), so that when port with the given
name is found (Line 5) it is deleted from the model (Line 7).

Here we have described a straightforward implementation
of the basic architectural evolution operations for Acme.
However, there is room for improvement. For example, where
clauses can be defined for preventing the addition of a
component with an empty name, or the removal of a port that is
still attached to some role.

V.  CONCLUSION AND FUTURE WORK

The conceptual framework defined in this paper is generic
enough to allow its application on different architectural



1 modeltype Acme uses Acme('acme2');
2 transformation AddComponent(inout acmeModel :
3 configuration property componentName : String;

Acme);

4 main()

6 acmeModel.rootObjects()[System].map
applyAddComponent();
}

8 Mapping inout System::applyAddComponent()
9 {

10 self.acmeElements += new

11 Component(this.componentName);

12 }

13 constructor Component::Component(myName
14 {

15 name := myName;

16 }

: String)

Figure 2. QVT code for the Add Component operation

mapping inout System::applyRemovePort()

{
self.allInstances(Port)->forEach(p)

{
if (p.name.=(this.portName)) then

acmeModel.removeElLement(p);

CONO UV A WNBE

}

endif;

o}

10 }s
11 }

Figure 3. QVT code excerpt for the Remove Port operation

modeling languages of different architectural views (e.g.,
module, components and connectors, and allocation views
[10]). By classifying the constructs of the modeling language
according to our conceptual model, and then defining its basic
operations, one can systematically develop transformation rules
for that particular language. These rules can then be used to
automate model transformation, in the context of model-driven
engineering. Moreover, by defining transformation rules based
on a common set of basic operations, the integration of
different architecture evolution approaches can be facilitated. It
is worth noting that our approach is not intended to replace
current approaches for architectural evolution, but instead to
empower them by facilitating the use of model transformations
on the diverse set of modeling languages in use.

One of the limitations of our approach is that it does not
consider architectural evolution as a whole, focusing solely on
the modification of models. In future works we intend to
explore the use of triggers to initiate the modification of the
architectural model, as well as the selection of which
modification to perform [20]. Additionally, we intend to
automate the creation of the basic transformation rules for a
given language, based on its m etamodel. Moreover, we will
investigate how this approach can be used in connection with
modeling languages other than architectural ones.
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